MODELING AND IMPLEMENTATION OF DOMAIN EVENTS IN THE DOMAIN-DRIVEN ARCHITECTURE ON THE .NET CORE PLATFORM

A software architecture centered on a domain model can provide significant advantages over other types of architectures in the long-term development and maintenance of systems with complex domain logic. At the same time, domain-driven design and approaches to software implementation of systems are relatively new concepts and continue to develop in application to various platforms, technologies and programming languages, and are of considerable interest to designers and developers. The presented work examines existing approaches to modeling and implementing domain events on the .NET Core platform in domain-driven architecture, which is one of the newest patterns. There are two approaches to implementing domain event behavior: immediate and delayed event propagation. These two approaches are analyzed and their features are described in detail. The implementation of instant propagation of domain events within a command execution transaction in the CQRS architecture is described. This implementation allows you to get rid of external dependencies, achieve purity of domain entities, as it eliminates the need to inject services, repositories in entities, and also prevents memory leaks and is safe for multithreaded use. Schematically depicts the abstract process of an external command entering a domain model, which causes a change in the state of an aggregate and the propagation of side effects with domain events. This process takes into account the capabilities of the Entity Framework object-relational mapping framework to retrieve context objects that have been changed during process. The entire stack of objects involved in this activity is located in the shared process memory, and the interaction occurs in synchronous mode. For the conceptual detection of events and aggregates, the event storming technique is used, the features of which are discussed in the article.
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Introduction

Domain-driven design (DDD) refers to the field of software engineering used to build software systems that implement complex domain logic. DDD focuses on building a system architecture, the central link of which is a domain model (a pattern classified by Martin Fowler [1]). The term domain-driven design was proposed by Eric Evans [2], who described the methodological foundations of DDD and practical techniques for implementing these concepts in the Java programming language. Later, the theoretical and practical aspects of DDD were developed in the works of Vaughn Vernon [3], Martin Fowler [1], Scott Millet [4], Jimi Nielsen [5] and other authors.

The importance of the methodology is evidenced by the field of application of domain-driven design, in particular, in the development of land resource management systems [6], maritime navigation systems [7], delivery organization systems using unmanned aerial vehicles [8].

The methodology of domain-driven design involves the use of various templates of strategic and tactical levels. To form system components with Low Coupling and High Cohesion, domain area decomposition is used using the bounded context template at the strategic level of design, as well as the aggregate template at the tactical level of design.
Events are used to communicate side effects between aggregates and to communicate information about system state changes between bounded contexts. They allow to ensure interaction between system components, without direct interconnection.

Modeling using the behavior of the event system has its own characteristics and requires the use of new approaches. The DDD concepts underlying event modeling are evolving, and events have specific implementation features on different platforms and programming languages. This is especially true for the .NET Core platform, as it is a young technology for developing cross-platform applications that is actively developing.

Therefore, the purpose of this article is to analyze modern approaches to event modeling in domain-driven design on the .NET Core platform.

**Features of the architectural style**

Domain-driven design is an architectural style designed to create a software model that most accurately reflects a model of a subject area (domain), including business processes and the rules that operate in it. DDD includes strategic and tactical levels of design. At each of the levels, strategic and tactical design templates are used, respectively. The goal of strategic planning is to decompose the problem area into the most conceptually isolated areas in order to curb complexity and eliminate contradictions. These isolated areas are called bounded contexts.

The goal of tactical design is to build a domain model within individual contexts. Isolation of bounded contexts is preferably achieved by implementing a separate microservice for each bounded context. However, there is usually a need to communicate information about side effects between bounded contexts.

As a result of tactical design, a set of aggregates is obtained within limited contexts. Each aggregate has its own internal state and can perform certain actions with this state. Aggregates ensure separation of domain objects from the outside world and data consistency within their borders.

When an aggregate changes its state, it can generate domain events that notify other components of the system about the change, other aggregates can respond to these events and change their own state according to the received changes. This behavior, when changes in one aggregate affect the behavior of another aggregate, is also called side effects.

**Simulation of events using the technique "Event storming"**

Events occupy an important place in modeling the behavior of domain objects. The activity of the subject area is modeled as a sequence of events. Using subject events allows you to build software that contains components that adhere to the principle of single responsibility as much as possible.

For the conceptual identification of events and aggregates, the Event Storming technique is used, which consists in the collective discussion of concepts in order to find the events of the subject area and the internal processes that occur at the same time, drawing clear boundaries between aggregates and determining dependencies between aggregates. The storm of events can be carried out using a board with stickers, or online tools, for example, fig. 1 displays a fragment with the results of the storming of events from a board created by the Miro online system [9].

![Fig. 1. A fragment of the board with the results of the Event Storming](image)

The color of the cards on the board has a certain semantics, in figure 1 the color of the cards has the following purpose:

- The yellow color represents the object that causes the event to be generated.
- Orange color — a card with this color represents an event.
- Pink represents the system component generating the event or the external system to which the side effect is propagated.
• The blue color of the card reflects the action performed as a result of the use of side effects.

In DDD, the formation and observance of a common language of the domain area in the program code plays an important role. All conceptual and programmatic elements must be consistent and use terms and words from the dictionary of a common language. Therefore, the "Delivery Paid" and "Delivery Completed" events shown in Figure 2 can be named, for example, "DeliveryPaid" and "DeliveryCompleted" in the domain model. In nouns, verbs are used in the past tense, because the event represents a certain fact that happened.

**Implementation of domain model events**

Events in DDD are divided into two conceptual types: domain events and integration events, their distribution is carried out in synchronous and asynchronous modes, respectively.

Domain events are modeled in the form of simple program objects included in the domain model, which is a simple C# class that contains state but no behavior. An event represents some fact that happened in the past, so it is advisable to prohibit the change of the event object after its creation. Therefore, the following requirements are possible for the event class:

1. Read-only properties with event information.
2. A public constructor with the arguments required to initialize the event instance.
3. No behavior, i.e. no methods in the event class.

Their main purpose is to spread side effects between aggregates — when certain changes in the state of one aggregate (that is, when a certain fact has occurred) affect another aggregate. At the same time, aggregates can be located in a common bounded context or divided between different contexts.

The event template of the domain area is conceptually separated into a separate template, but its implementation is based on another design template Publish-subscribe [10], which separates two sides of the process — the sender (publisher), which sends messages about important facts of its state change, and subscribers (subscriber), which subscribe to messages from the sender and respond to them.

There are two approaches to the implementation of the behavior of distribution and processing of domain events:

1. Immediate distribution of events.
2. Delayed event propagation.

The first approach is to propagate an event immediately after the domain state changes, resulting in the new state being immediately committed to persistent storage, then an integration event can be published to propagate the state and achieve consistency between different microservices, bounded contexts, or external systems.

The second approach is to store events in memory objects and propagate them during persistent storage.

**Implementation of immediate distribution of events**

Currently, the following approaches to the implementation of domain events are used:

• A classic implementation with static methods of class [11].
• Using the MediatR Nuget package [12], which implements the MediatR pattern [10] and can be used to build an infrastructure for event distribution and management.

Implementation based on a class with static methods [11] allows you to get rid of external dependencies, to achieve purity of domain entities, as it eliminates the need to implement services and repositories in the entity. This implementation prevents memory leaks and is safe for multi-threaded use. Figure 2 shows a UML class diagram that represents the abstract infrastructure of domain events.

The DomainEvent class is responsible for maintaining the domain event infrastructure, it is templated and closed by the class that models the specific event. The class interface provides Register and Raise methods. The Register method allows you to register an event handler as a delegate, with a reference to the delegate added to the private actions collection. The Raise method performs event pushing — in a loop, the handler delegates contained in the actions collection are enumerated and called.

The Register method returns an object that implements the IDisposable interface, so a client of the DomainEvent class can safely implement a mechanism for freeing unmanaged resources. In this scheme, the DomainEvent class creates an instance of the DomainEventRegistrationRemover class, passing a delegate to the constructor that removes the event handler from the actions collection. This delegate is called in the Dispose method of the DomainEventRegistrationRemover class. This mechanism avoids a memory leak where a reference to an unnecessary event handler would block the release of memory by the garbage collector.

The ThreadStatic property next to the private variable actions is thread-safe, indicating to the .NET runtime that each executing thread will have access to a separate instance of the collection. An element with a ThreadStatic attribute must be static - this is a limitation of the .NET framework.
In fig. 3 presents a sequence diagram of some abstract process of propagating domain events during the execution of a web request in the CQRS architecture.

After receiving a request, a command object is created in the controller (3), which is passed to the mediator (4), the mediator finds the executor of the command and passes it to them for processing (5). In the event handler, a
transaction is created (6), the object event handlers are registered (7, 11), during which handlers are added to the internal collection of DomainEvent objects (8, 12) and objects responsible for cleaning resources are created (9, 12-1). In step 14, the domain entity is requested from the repository based on the command data, and control is passed to the operation method of this object. Next, the entity, after performing certain actions, generates two events, calling the Raise methods (18, 20) of the event objects created in steps 1, 2. They then call delegates (19, 21) responsible for processing subject events, these delegates are contained in the Handler object. Event handlers can change the states of other aggregates or pass integration events to external systems. After the work of all handlers, the transaction is completed (22) and resources are cleaned (23, 26), during which events are unsubscribed, that is, references to delegates (25, 28) are removed from the internal collections of objects of type DomainEvent.

Delayed launch and dispatch of domain events

In [14], the implementation of delayed generation and sending of events is proposed. The approach of delayed launch and dispatch of domain events [16] can use the features of the Entity Framework object-relational mapping framework to obtain context objects that have been changed during operation. Figure 3 schematically depicts the abstract process of the arrival of an external command into the domain model, which causes a change in the state of the aggregate and the propagation of side effects by domain events.

![Fig. 3. The process of delayed application of side effects](image)

The key points for understanding this process are the following: after changing the entity (Entity) in step 7, an event is generated in step 8, which is added to the collection of events of the aggregate (step 9), then when saving the aggregate in step 11, the objects are iterated of the context that were changed, the event objects published by the mediator (step 12) and processed by handlers (step 13) are selected from them. Handlers perform updates on context objects, thus propagating side effects. In the final step 14 of the process, the entire entity graph is stored in the repository (DbContext represents the base repository class and is provided by the Entity Framework .NET Core).

The entire stack of objects involved in this activity is located in the shared process memory, and the interaction occurs in synchronous mode.
Conclusions

The paper examines the main concepts of domain area events in domain-driven architecture. Models of immediate and delayed event distribution and features of their software implementation on the .NET Core platform were analyzed.
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